Automated Developer Testing

There are many types of automated tests, but in this document, we will be focusing strictly on automated developer tests. Automated tests, as the name suggests, are a method of automatically testing and verifying the correctness of a system. The scope of the test size can span from a single method, to an entire system. These tests will return a result, which will be a success or failure based on an assertion.

# Benefits of Automated Testing

Why do we want to create automated tests? There is no such thing as a free lunch, and this is certainly true within the realm of automated tests.

Confidence

What does fear do to a software developer?

* Makes you tentative
* Makes you want to hole up and communicate less
* Makes you shy away from feedback
* Makes you unhappy

**[Beck2014]**

Automated testing allows you to program courageously. Move forward confidently knowing that every step of the way your software still works. We have a constant balance between fear and confidence. Anytime we become fearful, we write more tests. Once we feel we are on solid ground again. If we approach boredom, we write fewer tests. We never want to reach a point where we are writing tests for the sake of writing tests. Each test should be carefully evaluated from a value, cost, and risk perspective.

Automated testing allows tech leads to sleep at night after a production deployment , knowing that their software is stable. It allows team dynamics to remain free from stress, not only from within the project team but also between marketing, management, or any other project stakeholders.

In a study performed by Google in 2016 to determine traits of highly effective teams, Google found that the number one factor was an environment where team mates had “Psychological safety” **[Google2016]**. Automated developer testing can the confidence it provides play into this significantly, and I do not believe it’s effects can be understated.

This idea is supported by other experts in the field. In the 2017 State of Devops report provided by Puppet and DORA. They highlight four key points:

* Establishing and supporting generative and high-trust cultural norms.
* Implementing technologies and processes that enable developer productivity, reducing code deployment lead times and supporting more reliable infrastructures.
* Supporting team experimentation and innovation, to create and implement better products faster.
* Working across organizational silos to achieve strategic alignment.

**[Puppet2017]**

These points are presented within the context of how leadership can have significant positive impact on a team, but the underlying effects are just as powerful when provided via other sources as well. Jez Humble of DORA draws the comparison of this report and the Google study himself during one of his presentations at the 2017 Goto conference **[Humble2017]**.

With this confidence, we can now confidently refactor knowing that if all of the tests pass that our software behaves as expected. Since we are able to refactor safely, our technical debt can be kept under strict control. We can release builds to production environments without going through extensive regression and change management boards. We can move more quickly, safely, and effectively.

The below excerpts from an article written by Mike Bland, a former Googler, speaks toward this with the Google Web Server team as an example.

Mike speaks about the Google team which is full of many of the best developers in the world. Google did not embrace automated testing until the mid 2000s. So why didn’t Google stay that way?

# **The Google Web Server Story**

Despite the risks and the costs, it's important to realize that the benefits of unit testing go beyond merely minimizing the chances of releasing catastrophic bugs.

When I joined Google in 2005, it was already very successful and many "long timers" believed it was because we were doing everything right. As a result, at that time and for some years afterwards, there was a lot of resistance to change. However, as the user base and potential for catastrophe exploded, and as success and the growth that came with it caught up to Google, it became clear that more “rock stars” producing “rock star” code was going to produce nothing but a bunch of noise and confusion in the long-term. An influx of new Google developers eventually helped accelerate the cultural shift towards unit testing adoption, both because these new developers were open to the idea, and because testing eventually proved effective in helping these new folks get up to speed and avoid making mistakes.

As a concrete example, let's take what is possibly the most popular page on the Internet: Google's home page. The Google Web Server (GWS) team's unit testing story became well-known throughout the company. The GWS Team had gotten into a position in the mid 2000's where it was difficult to make changes to the web server, a C++ application serving Google's home page and many other Google web pages. Despite this difficulty, integrating new features was integral to the success of Google as a business. The barrier that was stopping people from making changes as rapidly as possible was the same that slows change on most mature codebases: a quite reasonable fear that changes will introduce bugs.

[Fear is the mind-killer.](http://en.wikipedia.org/wiki/Bene_Gesserit#Litany_against_fear) It stops new team members from changing things because they don't understand the system, and it stops experienced people changing things because they understand it all too well.

The Google Web Server Team took a hard line: No code was accepted without an accompanying unit test.

Determined to overcome this fear, the GWS Team introduced a testing culture. They took a hard line: No code was accepted, no code review was approved without an accompanying unit test. This often frustrated contributors from other teams trying to launch their features, but the GWS Team stuck to its guns.

Over time, unit test coverage and development momentum went up, while defect, production rollback, and emergency release counts went down. New team members found themselves becoming productive far more quickly because the tests allowed them to gain a deeper perspective on a system one unit at a time, and to begin contributing changes with the confidence that the existing tests would likely detect any unexpected side-effects. Any tests they caused to fail in the course of their early efforts accelerated their grasp of the system. Experienced members of the team, who had grown cautious of making changes and accepting changes from contributors, were able to make and accept changes quickly for the same reason and no longer had to rely primarily upon large and expensive system or manual tests with feedback cycles on the order of hours or days. Adding more new developers actually allowed the team to move faster and do more, avoiding the scenario described by [Brooks's Law](http://en.wikipedia.org/wiki/Brooks%27_law) in which "adding manpower to a late software project makes it later".

Furthermore, the mitigation of fear led to the expansion of their joy in programming, as they could see tangible progress being made towards exciting new milestones without being held back by chronic outbreaks of high-priority bugs. The impact on productivity of high morale, based on the ability to remain in a state of creative flow, cannot be overstated. While I was at Google, the GWS Team exhibited the ideal testing culture, integrating an enormous number of complex changes from outside contributors while making their own constant improvements.

Thanks to the GWS example inspiring the efforts of the Testing Grouplet (a team of developers volunteering to promote unit testing adoption, described in a later section of this article), many teams at Google were able to transition to a unit testing culture and benefit from reduced fear and increased productivity. It did take time to overcome inertia, indifference, the friction of outdated tools, and resistance, since at first unit testing felt like a cost and some people worried that the time spent writing that second representation of behavior could be spent writing new code (that would get them promoted). Eventually, as people experienced what it meant to cast aside the fear of change, they came to see this side-effect as easily outweighing those lines of code, in terms of its impact on their happiness, on their team's happiness, and on the bottom-line of productive output. **[Bland2014]**

# Defect Reduction

By having a comprehensive set of tests that validate the behavior of a system, we can drastically reduce the number of defects.

“Defects destroy the trust required for effective software development. The customers need to be able to trust the software, The managers need to be able to trust the reports of progress. The programmers need to be able to trust each other. Defects destroy that trust. Without trust, people spend much of their time defending themselves against responsibility that someone else may have made a mistake” **[Beck2015]**

It is no secret that defects and regression are one of the biggest enemies a large software project has to face. As the size of the project continues to grow, it becomes impossible to contain the entire application within a single developers brain. The developer can no longer confidently say that when they have made a change that they have not introduced incorrect behavior into the system. Many software projects over their lifespan continue to accrue more and more defects until the entire development team ceases to work on new functionality, and is spending their entire work day correcting defects. This is no exaggeration, and is very common among large software projects. Defects also cost more the later they are found in the software development lifecycle. It is in everyone’s best interest to catch defects early, and to prevent them altogether if possible.

This can have striking results.

“A good example of this can be seen in the transformation at HP LaserJet.4 The firmware division was on the critical path for hardware releases; by undertaking a continuous improvement initiative and investing in automation — including significant investments in automated testing — HP LaserJet was able to increase time spent on developing new features by **700 percent**.”  **[Puppet2017]**

This holds true for high performers across the industry:

“When we compared high performers to low performers, we found that high performers are doing significantly less manual work, and so have automated:

* 33 percent more of their configuration management.
* 27 percent more of their testing.
* 30 percent more of their deployments.
* 27 percent more of their change approval processes.”

**[Puppet2017]**

Automated testing has a significant impact in defect reduction and reducing regression. Having fewer defects opens the doors to many interesting and more efficient work practices. Since we are no longer reacting to a constant stream of defects, our teams can now be proactive, and pursue some of the following:

# Proactive Quality Assurance

If the defect density can be reduced enough, then quality assurance can shift from reactive work to proactive work. QA teams can begin to help plan what the correct behavior of the software is. This level of involvement helps reduce the amount of time a developer might spend developing a piece of software that will later fail QA. It also increases the effectiveness and reduces the time of the QA. The QA engineer is already familiar with the use cases since they helped plan them, and as a result can make more effective decisions more quickly when testing.

# Quick Release Cycles

In a fast moving industry where services are deployed with new functionality multiple times a day, quality checks have to exist to ensure that faulty components are not being deployed. These quality checks cannot appear in the form of mandatory gate keepers (Certification and Delivery), or scheduled code reviews, since those will slow the process down too much. Tests fill this void.

# Defect Root Cause Analysis

When defects are reduced to a low number, they can also be evaluated thoroughly. Why did the defect occur? Was it a misinterpreted requirement? Was there a complex implementation and an edge case was mixed? Understanding why a defect exists can be used to drive continuous improvement so that the team does not introduce similar defects in the future. When there are too many defects this is not possible, as the team is struggling just to resolve all of the defects and survive.

The following article by Martin Fowler explores the idea of self testing code, and its many benefits:

<https://www.martinfowler.com/bliki/SelfTestingCode.html>

Other Benefits

The below benefits are primarily taken from Mike Bland’s write up in the following blog post: <https://www.martinfowler.com/articles/testing-culture.html>

I highly recommend giving the entire post a read.

# Improved Code Quality

Writing tests for code that is tightly coupled, is very difficult, and can be entirely impossible if you strive for testing only one unit at a time. TDD naturally supports software design principles such as the Open / Closed Principle, Dependency Inversion Principle, and Single Responsibility Principle. You can even build a dynamic sweet of unit tests to run against all classes that implement a given interface and evaluate if it violates the Liskov Substitution Principle.

Far from being an exercise in academic purity, code quality matters. Bad code provides bugs with plenty of shadows in which to hide; good code increases the chances that they will be found and squashed sooner rather than later. When the author of a piece of code writes a test for that code, the author effectively becomes the first user. Just as [eating your own dogfood](http://en.wikipedia.org/wiki/Eating_your_own_dog_food) is good software development practice at the overall product level, having to write code that uses your own code can lead to improved designs that are more readable, maintainable, and debuggable.

Think of what problems you're trying to solve with the code you're writing; then think of the code you'd like to write, as a client, to make use of the solution. That ideal client code can be expressed as unit test cases that use the interface of the code you're developing.

When code-level design is approached this way, all of the smaller pieces that make up the larger system become not just more reliable, but easier to understand. This makes everyone more productive, as the mental effort required to comprehend what a specific piece of code does is minimized. **[Bland2014]**

# More Productivity

Unit testing is not in the same class as integration testing, or system testing, or any kind of adversarial "black-box" testing that tries to exercise a system based solely on its interface contract. These types of tests can be automated in the same style as unit tests, perhaps even using the same tools and frameworks, and that's a good thing. However, unit tests codify the intent of a specific low-level unit of code. They are focused, and they are fast. When an automated test breaks during development, the responsible code change is rapidly identified and addressed.

This [rapid feedback cycle](http://en.wikipedia.org/wiki/OODA_loop) generates a sense of [flow](http://en.wikipedia.org/wiki/Flow_(psychology)) during development, which is the ideal state of focus and motivation needed to solve complex problems. Contrast that with the opposite phenomenon, using the familiar operating systems metaphor of [context switching](http://en.wikipedia.org/wiki/Context_switch). Context switching requires that the present state of operations be saved somehow, and that a new state of operations be swapped in before initiating the new activity; then there's the time and effort involved in switching back. Plus, there's the issue of how much state must be managed per operation. Without unit tests, we have to use more of our brains to remember weird corner cases and strange side-effects, giving us less time and energy to do the thing we're better at than the computer: advancing solutions to new problems rather than juggling the weight of all the problems that have already been solved.

In other words, you can be more productive since you can iterate on code much quicker: You don't need to start up some heavyweight server if you can just run a unit test instead. So if it takes a few tries to get some code right, those few tries might take minutes (or longer) if you have to start up a server again and again, compared to seconds if you just need to rerun the unit tests each time. **[Bland2014]**

# Executable Documentation

Well-written unit tests can provide two types of documentation: the test names act as a sort of specification of the code's behavior; and the tests themselves act as code samples for each behavior case. Even better than typical Application Programming Interface (API) documentation, well-maintained unit tests are by definition an up-to-date representation of actual behavior. The author of a unit test effectively communicates to other developers how a piece of code should be used, and what to expect from it. These "other developers" may be brand new to the team, or may not yet be hired (or even born). Such documentation helps developers understand unfamiliar code, even entire systems, without interrupting anyone else to the degree that they might without unit tests.

Poorly-written unit tests lack this quality, usually because less thought is given to test code than "production" code. The solution: Set the same quality bar for test code as production code. If you don't, your tests will become hard to maintain and slow down the team. **[Bland2014]**

# Accelerated Understanding

Think of it like this: Every time a test fails, that is an opportunity to deepen your understanding of the system. If you're new to a team, breaking many tests as you begin to make changes to the system can help you become productive far more quickly, as each of these events align your awareness of the system more closely with reality. If you've been on the team for a long time, existing tests will answer many questions that new contributors may have, saving your time and focus. They will also remind you of all the nuances of the code you might have written in the past, and haven't had to think about for some time, should you have to dive back into it. In other words, you benefit your future self when adding a well-crafted suite of tests to your code, minimizing the time needed to context-switch back into that prior state of mind.

Think of the opposite, as was the case in the pre-unit testing days of GWS: When you're on a project that doesn't have ample unit testing coverage, you're afraid to do anything since you don't know what you might break. **[Bland2014]**

# Faster Bug Hunting

Imagine a bug is found in integration or system testing, or after a new release is pushed to a datacenter, or perhaps by a user some time after that. The developers responsible for the buggy code have already moved on to other tasks, and are likely under deadline pressure to deliver. If the bug is severe enough, at least one of those developers will have to stop to address it, slowing the progress of the new development work underway.

If the buggy code is well-covered by a suite of automated tests, especially small unit tests, this interruption may not take much time on the part of the developer assigned to fix the bug. The existing tests serve as documentation of the intent of the affected code. The developer adds a new test to reproduce the bug, verifying that the defect is well-understood before attempting to fix it. This new test verifies the fix for the bug, and the existing tests provide a high degree of confidence that the fix is free of unintentional side-effects. The new test becomes a permanent part of the test suite to guard against regression, the fix is released, and development on the new release continues. The interruption is finished.

Contrast that against the situation where the buggy code isn't well-covered by unit tests. The developer must take time to understand the affected code and far more care to pinpoint the error and ensure its fix is free of side-effects. Verification of the fix may not come for days or even longer, depending on the nature of whatever pre-release testing happens to be in place, if any. The interruption is prolonged, and drains more development and testing time from the new release.

Or, even worse: The team may decide to leave the bug in-place from fear of breaking something else. That certainly doesn't inspire user trust, much less developer confidence and productivity. **[Bland 2014]**

**Test Driven Development**

Test Driven Development is a technique that involves writing tests prior to writing the associated implementation. There are various rules that are followed to various levels, such as:

* Write new code only if an automated test has failed
* Eliminate duplication

The primary mantra of TDD is Red, Green, Refactor. This involves:

* Writing a failing test that will not compile. (Red)
* Writing enough code to make your test compile, but not pass.
* Writing enough code to make your test pass. (Green)
* Refactoring your code to be cleaner and eliminate duplication (Refactor)

# Benefits of TDD

While TDD, does share all of the benefits of Automated Developer Testing, it comes with its own share of unique benefits. Other benefits that Automated Developer Testing provides are enhanced by TDD to a greater degree.

# Decomposing Problems

Imagine programming as turning a bucket of water from a well. When a bucket is small, a free spinning crank is fine. When a bucket is big and full of water, you’re going to get tired before the bucket is all the way up. You need a ratchet mechanism to enable you to rest between bouts of cranking. The heavier the bucket, the closer the teeth on the ratchet need to be. The tests in test driven development are the teeth on the ratchet. **[Beck2014]**

TDD is a tool to manage difficult tasks, one small step at a time.

# TDD Keeps you honest

Writing tests first ensures that you will not skip out on this critical step later. It allows you to get into a flow where tests come naturally, and the implementation follows suit.

# Improved Code Quality Faster

Since you write tests firsts with TDD, you discover coupling between classes quickly. This becomes less of an issue as developers become more experienced and learn to design effective code without the guardrails of TDD, but when starting out, tightly coupled classes is a major concern.

# Evaluating Assumptions Early

TDD forces you to evaluate your assumptions about how the system should work immediately. You state your test cases up front, and then design a solution that will satisfy that criteria.

When writing tests gets challenging, it is often a sign that our software is becoming rigid. That being said this is not always the case, and it should be carefully evaluated. Changing software for the sole purpose of allowing a component to be tested (when the change otherwise is not a valuable change) is often considered a code smell.

# Developer Satisfaction

TDD is a stress reliever. It feels good to make predictable, measured progress. It feels good to know that each step of the way all of the previous functionality is still working as expected. It is extremely satisfying to write a new test, and after implementing the required functionality have it flash green. It turns software development into a type a minigame that I’m playing. All of these things make a life as a software developer more enjoyable.

Automated Developer Testing Tradeoffs

Like I said in the beginning of this document, there is no such thing as a free lunch. Automated testing is not free, and the costs and benefits should be weighed carefully. While it is fairly universally accepted that all software projects should have some form of automated testing, we must always consider how much and of what type. As with all things, we have diminishing returns as we approach an asymptote.

# Developers Must Be Trained in Automated Testing

There will be a learning curve. Like any skill that relies on craft rather than rote processes, a programmer learning to write unit tests will have to go through phases of learning and development, of trial and error, reflection, experimentation, and integration. This takes time, energy, and funding away from other activities. It will cause an initial slow-down in development as people grow accustomed to the practice.

That said, this is a one-time cost. The cost of bringing someone up to speed on unit testing is relatively low if good unit testing practices are already in place on a team, and unit testing skills are portable from one project to the next. Hence, the learning curve is steepest for teams that don't have any unit testing practices at all.

Unit testing, like any other tool, language, or process, can be applied poorly—especially when one first begins, and even more so if one has no good examples to follow, nor mentors for guidance. Unit tests which are brittle, large, slow, perpetually broken (and subsequently ignored), or flaky set bad examples which can get replicated through an entire test suite like a virus. Poorly-written tests can actually be worse than no tests at all, leaving the impression that testing is a waste of time. Builds remain broken and ignored, flooding the testing signal with the noise of constant failures. Developers uninterested in working with the testing environment become willing to live with the fear of making slow and painful changes. The end result is a drag on productivity, an increased risk of defects, and a team convinced that testing is for other people.

To remedy this lack of knowledge and experience, motivated developers can band together to improve one another's unit testing skills and increase the amount of test coverage of the code base over time. In this section, I will describe how the Google Web Server Team built up its test coverage and achieved a high degree of overall productivity; in later sections I will explain how Google as a whole was able to adopt a unit testing culture, and how lessons from that experience may apply to individual teams. However, self-training will take time and energy, and the big-picture payoff may not be immediately apparent, so it requires patience, honest effort, and commitment to see all the way through. Over time, though, as the code base grows and more developers join the team, the value becomes increasingly clear. A two-person team might manage without unit testing, but a twenty-person team will have a harder time, as feature and communication complexity is compounded.

If developers are not motivated to research available materials and improve their skills, or just don't have any idea how to begin, this may imply the need to invest in internal training programs or to contract outside help to provide training. This can lead to a bit of price-shock if resources are tight, deadlines are looming, and the future benefits do not seem clear. The time required to learn the necessary skills should be no greater than that required to train developers in any other skill or technology; but if developers resist, the process can become more drawn-out, painful, and expensive. **[Bland2014]**

# Tests Must be Maintained

Tests should be treated as first class citizens. They are very important and must be maintained properly. If you developers cannot trust the tests in terms of reliability or if the tests take too long to run, the developers will no longer use the tests. If your team has doubts about what the tests say about the reliability of the code, you lose many of the advantages that automated testing provides.

Sometimes, tests themselves can become a maintenance burden; it may seem like they paint a project into a corner, restricting progress rather than maximizing it. This is a particular danger to new teams that lack experience with unit testing and don't understand its value. Mock objects are prone to misuse by inexperienced practitioners, leading to brittle tests of dubious value. With experience, this scenario becomes less likely. You eventually learn to step back, reevaluate the goal of the code and the test, and rewrite one, the other, or both. In the meanwhile, it may become necessary at times to replace an overly-restrictive test rather than to spend the effort salvaging it.

Speaking of new projects or teams or companies or domains, as ideal as it may be to follow [Agile](https://www.martinfowler.com/agile.html) practices to the letter and practice pure [Test Driven Development](https://www.martinfowler.com/bliki/TestDrivenDevelopment.html) (TDD) at all times, sometimes a developer or a team needs to explore, to play, before getting serious about defining expectations and behavior. (Some argue that always following all Agile practices to the letter is a demonstration that you don't understand Agile.) While it’s always nice to get testing experience as early as possible on a project, sometimes you just need to write throw-away, prototype code; in that case thorough unit testing is probably overkill. This may be especially true of startups trying to launch a product as fast as possible.

On the other hand, be aware of the saying: "There is nothing more permanent than throw-away code." The trade-off is that the more features are implemented without accompanying tests, the more [Technical Debt](https://www.martinfowler.com/bliki/TechnicalDebt.html) a team builds up that must be repaid later. Unit testing can be difficult if you don't design for testability from the start—using [dependency injection](https://www.martinfowler.com/articles/injection.html), writing well-defined classes that focus on one thing, and so forth. It is up to the team to gauge the acceptable limits of such debt, and at which point it must be paid to avoid an even more expensive rewrite once maintenance and new feature development grow too cumbersome.

**[Bland2014]**

# Tests Can Result in a False Sense of Security

There's no guarantee that unit tests themselves will be bug-free. Consider this example (in C++-like pseudocode based on the [Google Test](https://code.google.com/p/googletest/) framework):

TEST\_F(FooTest, IfAPresentFilterB) {

setup input and add "A:" , "B:"

run call

EXPECT\_TRUE(PresentInOutput("A:"))

EXPECT\_FALSE(PresentInOutput("B"))

}

The second expectation in this test should check for "B:", with a colon, not just "B". If the code under test accidentally filters for "B" without a colon, the test will pass when it should fail.

It's arguable that the test makes things worse in this case, providing a false sense of security. However, the bug could exist even if the test hadn't been written; given the existence of the buggy test, fixing the code and the test is tantamount to providing a regression test for the bug. Fixing the test and learning from the mistake provides value; blaming the test and deleting it is a step backwards. As one possible measure to avoid buggy tests in the future, the team responsible for such a bug could endeavor to take a closer look at the test code submitted as part of future code reviews, to provide it with the same priority and care as "production" code.

In practice, buggy unit tests tend to be the exception. If practicing pure Test-Driven Development, a failing test should be written before the code that makes it pass; this could help to prevent such bugs. If not practicing pure TDD, temporarily adding an error into the code under test to make sure the test will fail can also help. In either case, writing multiple test cases that check that the code doesn't do what it shouldn't do (instead of just checking the happy path where all inputs are valid) may reveal bugs in other test cases. Still, the possibility remains that unit tests themselves may contain bugs, especially if care isn't taken to ensure that they fail when they're supposed to. **[Bland2014]**

# Test Induced Design Damage

Sometimes software designs are not easily testable. Abstractions may be introduced for the sake of testing, and only for the sake of testing. These abstractions are test induced design damage. Generally, modifying code for the sole purpose of testing is considered a code smell. That being said, there are times where having the test can be very valuable. You must evaluate how valuable the test you are writing is and contrast that value with the potential damage being done to your code base. In many cases, there will be no damage at all. However, in cases that require mocking, indirection and abstraction for the sake of testing, carefully consider the damage that is being done to the cohesion and readability of the code for their sake.

Arguments are often made that even if an abstraction is only created for the use of tests, it does keep options open in the future for alternate implementations. This is often a defense given for creating an abstraction over the data access components. It is also correctly pointed out that these implementations rarely change. You are unlikely to swap from SQL Server to Oracle in a project. While “swapability” can be valuable, it is important to be honest with ourselves about the potential of a swap to actually happen.

In the following video series, Martin Fowler, Kent Beck, and David Heinemeier Hansson (DHH) discuss some of the drawbacks of automated testing and TDD:

<https://martinfowler.com/articles/is-tdd-dead/>

TDD Trade Offs

### TDD Encourages Testing Extremes

TDD has been criticized for encouraging testing extremes that are not necessarily the correct approach in all cases. If I am creating software that will be utilized by a pacemaker, and will responsible for keeping people alive, my unit testing coverage and reliability of my software will be held to a much higher standard than that of a CRUD application. Achieving higher levels of reliability requires an exponential increase in costs. 99% reliability is several times more expensive than 95% reliability, and 99.99999% reliability is several orders of magnitude more expensive again.

TDD can take a hard line that 100% test coverage is a goal. It is often stated with TDD that you should not write any production code without it being mandated by a failing test. These are extremes, and are not necessarily valuable. In fact, these extremes can be very damaging. We should make cost/benefit decisions, and never resort to a default answer based on a dogmatic rule.

<https://dhh.dk/2014/tdd-is-dead-long-live-testing.html>

<https://martinfowler.com/articles/is-tdd-dead/>

### Refactoring Can Be Skipped

TDD is driven by the Red, Green, Refactor loop, but the dopamine spike driven by the green bar arrives during the Green phase. At times, the refactor step is skipped resulting in suboptimal code. This is a point brought up by DHH in the “Is TDD Dead” series. DHH holds the position that developers chasing the dopamine spike of TDD is the cause, while Martin and Kent hold that this is a sign of a lack of experience.

### TDD is not the way everyone’s brain works

For some people, it is very natural to write a test first and then the create an implementation that satisfies the given condition. For others, they think about this in the inverse. It is difficult to think about what the test should be without getting into the implementation. While TDD can be a valuable tool for the tool belt, when it is mandated it can be damaging developers who think differently.

How to write Automated Developer Tests

# **Types of Automated Tests**

## Unit Tests

* A small, fast test designed to cover a single unit of work, and make a single assertion about how that unit of work behaves. These tests should make up the bulk of your testing suite. These tests should run in memory, and not require any dependencies to function.

## Integration Tests

* A test verifies if “independently developed units of software work correctly when they are connected to each other”.[1](#IntegrationTest)It is a slower test that covers a larger surface area. The size of this surface area can vary greatly. Since these tests are generally more involved and more difficult to create, there will generally be less Integration tests than Unit tests.
* <https://martinfowler.com/bliki/IntegrationTest.html>

## End to End Tests

* A test that covers large sections of the system, form the start point to the end point. You ensure that your entire application and its dependent systems integrate correctly. They closely mimic how a real user would use the application.

## UI Tests

* UI testing involves verifying that UI elements perform correct behaviors. Since UIs change frequently, these tests can be expensive to maintain. A test suite will usually have less UI tests than integration tests.

You will often see these tests displayed as a Test Pyramid, representing the difficulty of writing and maintaining the tests to how many of the tests are contained within a test suite. These pyramids can differ in appearance, but the general idea is to write less tests that take a long time to run and cover large surface areas, or tests which are likely to change frequently (Such as UI tests).

![](data:image/png;base64,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)

![https://2.bp.blogspot.com/-YTzv_O4TnkA/VTgexlumP1I/AAAAAAAAAJ8/57-rnwyvP6g/s1600/image02.png](data:image/png;base64,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)

There are more types of tests, such as Contract Tests, End to End tests, Spike tests, and Exploratory tests. These tests are not within the scope of this document.

It is important to keep to this type of testing structure. While end the end tests can be valuable, they are often flaky. Anything going wrong along a very large path can cause the test to fail. Many times the failure will not necessarily be a sign that the code is not working correctly. When an end to end test does fail, it can be difficult to ascertain the reason why. You must search the entire area of code covered by the test to find the failure.

<https://testing.googleblog.com/2015/04/just-say-no-to-more-end-to-end-tests.html>

This is in stark contrast to unit tests, which only cover a very specific and small section of code. If my unit test fails, I should immediately know the affected area, and why the failure occurred.

All of these types of tests exist on a continuum. There is not a clearly defined point where a unit test becomes an integration test and a integration test becomes an end to end test. That being said there are clear examples of each.

* If a test only interacts with a single class, runs exclusively in memory, and stubs and mocks dependencies, the test is clearly a unit test
* If a test tests the interaction between two classes and how they interact with the file system through an interface, it is an integration test.
* If a test covers an entry point in the UI and goes all the way to the database and back again, it is an end to end test.

Even when the lines get a little blurry between these test types, it is still important to roughly stick to a pyramid type structure. If you test suite becomes slow, or many of your tests are flaky and fail for suspect reasons, it may be a sign that you need to take a look at the composition of your test suite.

You may choose the break these tests up and only run certain tests at certain times depending on various factors. For example, since unit tests are very fast, you may choose to separate them from the integration tests and end to end tests. Developers can run all the unit tests as they develop and get quick results back. You may choose to only run end to end tests when a check in is made. Regardless, it is important that your test suite have some performance considerations. If you unit tests become too slow, your developers will stop using it as a tool.

<https://martinfowler.com/articles/practical-test-pyramid.html>

https://www.youtube.com/watch?v=wEhu57pih5w

# Unit Testing

Unit tests follow a generic pattern. Arrange, Act, and Assert

Given When Then

See the test fail, even if you are not using TDD

Keep Unit tests small

Keep tests readable

Unit tests are generally divided into two categories. State verification and behavior verification.

Tend to stick to the side of state based verification when possible.

# Mocks and Stubs

Mocking and stubbing are tools that are used to remove dependencies from tests.

**Mock:** An implementation of an interface or base class that has some predefined behavior

<https://martinfowler.com/articles/mocksArentStubs.html>

Test Coverage

<https://www.martinfowler.com/bliki/TestCoverage.html>

<http://www.exampler.com/testing-com/writings/coverage.pdf>

<http://www.developertesting.com/archives/month200705/20070504-000425.html>

Test Certified

<https://mike-bland.com/2011/10/18/test-certified.html>
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# Resources

**Skillport:**

[**https://cgi.skillport.com/skillportfe/main.action#summary/COURSES/CDE$130120:\_ss\_cca:sd\_adev\_a07\_it\_enus**](https://cgi.skillport.com/skillportfe/main.action#summary/COURSES/CDE$130120:_ss_cca:sd_adev_a07_it_enus)

[**https://cgi.skillport.com/skillportfe/main.action#summary/COURSES/CDE$121695:\_ss\_cca:wd\_dmvc\_a04\_it\_enus**](https://cgi.skillport.com/skillportfe/main.action#summary/COURSES/CDE$121695:_ss_cca:wd_dmvc_a04_it_enus)

**Pluralsight:**

<https://app.pluralsight.com/library/courses/play-by-play-wilson-tdd/table-of-contents>

<https://app.pluralsight.com/library/courses/pragmatic-unit-testing/table-of-contents>

<https://app.pluralsight.com/library/courses/writing-highly-maintainable-unit-tests/table-of-contents>

**Books**

TDD By Example

The Art of Unit Testing